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Abstract

Deep Active Learning (AL) techniques can be effective in reducing annotation costs
for training deep models. However, their effectiveness in low- and high-budget
scenarios seems to require different strategies, and achieving optimal results across
varying budget scenarios remains a challenge. In this study, we introduce Dynamic
Coverage & Margin mix (DCoM), a novel active learning approach designed to
bridge this gap. Unlike existing strategies, DCoM dynamically adjusts its strategy,
considering the competence of the current model. Through theoretical analysis and
empirical evaluations on diverse datasets, including challenging computer vision
tasks, we demonstrate DCoM’s ability to overcome the cold start problem and
consistently improve results across different budgetary constraints. Thus DCoM
achieves state-of-the-art performance in both low- and high-budget regimes.

1 Introduction
Deep Learning (DL) algorithms require a lot of data to achieve optimal results. In certain scenarios,
there is an abundance of unlabeled data but limited capacity for labeling it. In fields such as medical
imaging, an invaluable resource — doctors themselves — serves as a costly oracle. Active learning
algorithms aim to address this challenge by reducing the burden of labeling and making it more
effective. Unlike traditional supervised learning frameworks, Active Learning (AL) can affect
the construction of the labeled set, possibly by leveraging knowledge about the current learner.
Accordingly, the initial goal of AL is to select q examples to be annotated, where q represents the
number of examples that can be sent to the oracle. AL has already demonstrated tangible contributions
across various domains such as computer vision tasks [40], NLP [31, 20] and medical imaging [10].
These examples highlight the importance of advancing AL to achieve even greater impact.

The choice of an AL strategy depends on both the learner’s inductive biases and the nature of the
problem. Recent research suggests that the optimal active learning strategy varies with the budget
size, where budget refers to the size of the training set. When the budget is large, methods based on
uncertainty and diversity sampling are most effective. Conversely, when the budget is small, methods
centered on typicality and diversity are more appropriate. However, there is no single active learning
strategy that is suitable for all budget regimes. Our study aims to address this challenge by dynamic
selection of the best examples based on the current state of the learner and the current budget.

As briefly reviewed below, recent research often categorizes active sampling methods according
to the budget regime. In contrast, our study takes a different approach by recognizing the need to
adapt sample selection methods based on the learner’s competence. We aim to develop a single
algorithm that dynamically adjusts its sampling strategy in response to the learner’s evolving abilities.
This transition from budget to learner’s competence represents a significant advancement in active
learning research, as it allows us to move beyond rigid budget allocations and towards a more adaptive
approach that optimizes performance based on the learner’s abilities.

In this work, we introduce a novel method called Dynamic Coverage & Margin mix (DCoM), which
dynamically adjusts its selection strategy to deliver optimal results. We begin by examining a
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simplified theoretical framework (Section 2), where we integrate a typicality test with an uncertainty
test based on the budget and its coverage. Inspired by the insights gained from this analysis, we
introduce DCoM (Section 3), which combines these characteristics. DCoM aims to offer a flexible
solution for any budget by selecting the most appropriate examples that are most suitable to the
current budget. We validate DCoM through an extensive empirical study using various vision datasets
(Section 4). Our findings indicate that DCoM effectively achieves superior performance across all
budget ranges.

Relation to prior art. Over the past years, active learning has been an active area of research
[34, 29, 7, 32]. The realm of Active Learning (AL) is segmented into three problem settings:
membership query synthesis, stream-based selective sampling, and pool-based active learning [29].
The majority of current AL research adheres to the pool-based AL setting, where samples are drawn
from a vast pool of unlabeled data and annotations are solicited from an oracle. In this setting, AL
algorithms operate within a given budget (b), selecting a subset of unlabeled examples to send to an
oracle for labeling. This selection process aims to identify examples that will maximize the model’s
performance. This process may be repeated iteratively, gradually increasing budget b.

In discussions of pool-based AL, two key characteristics that play a crucial role during the active
sampling process are uncertainty and diversity. Some AL algorithms focus solely on uncertainty
sampling [23, 30, 4, 43, 18, 12, 27, 37, 11], while others prioritize diversity sampling [28, 19, 39, 15].
Other algorithms combine both uncertainty and diversity in their approaches [38, 2, 36, 21, 5, 1].

Over time, the cold start problem emerged, highlighting the challenges faced by AL algorithms
when operating with a small budget. It seems that uncertainty and diversity do not capture this
difficulty. Chen et al. [2], for example, describe the cold start problem as a combination of two issues:
unbalanced sampling across different classes (which relates to diversity) and unbalanced sampling
within each class, where uncertain examples are favored over certain ones at the outset.

In low-budget scenarios, typical examples often offer the best outcomes for the model [2, 39, 15, 14].
This implies that in such contexts, AL algorithms should aim to maximize both certainty and diversity.
Conversely, in high-budget scenarios, the emphasis shifts towards maximizing uncertainty while
maintaining diversity. [14] proposes a method to select the most suitable approach based on the
current state. This method involves comparing multiple active learning strategies during runtime,
rather than recommending a single universal approach.

Summary of contribution. (i) Expand a theoretical framework to analyze Active Learning (AL)
strategies in embedding spaces. (ii) Introduce DCoM, a multi-budget strategy that significantly
outperforms previous methods in low and medium budget scenarios and matches their performance
in high budget scenarios. (iii) Initiates a transition from a budget-based approach to the learner’s
competence, introducing coverage as a measure designed to predict this competence.

2 Theoretical framework

The framework of active learning adopted here can be formalized as follows: Let X denote the input
domain, Y the target domain, and L : X → Y the target learner. Before seeing any labels, L may be
a random feasible hypothesis, or it may be initialized by either transfer learning or self training.

Active learning may involve a single step, or an iterative process with repeated active learning steps.
In each step of active a learning, the learner actively seeks labels by choosing a set of unlabeled
points as a query set, to be labeled by an oracle/teacher. Subsequently, this set of labeled points is
added to the learner’s supervised training set, and the learner is retrained or fine-tuned.

As discussed in the introduction, it has been shown that different active learning strategies are suitable
for different budgets b. Henceforth, b refers to the number of labeled examples known to the learner
at the beginning of an active learning step. With a low budget b, strategies that do not rely on the
outcome of the learner are most suitable. When b is high, it is beneficial to take into consideration the
confidence of the learner when choosing an effective query set. What makes a budget high or low
was left vague in previous analysis, as it clearly depends on the specific application and dataset.

To achieve an effective active learning protocol suitable for all learners, irrespective of budget, we
aim to devise a universal objective function, whose minimization is used to select the query set. Next,
we discuss its envisioned form for selecting the query set at the beginning of each AL step.
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We begin our discussion by proposing to replace the notion of budget with the notion of competence:
a network is competent if its generalization score is relatively high, and vice versa. This proposal is
more formally justified in Section 2.3. We then rephrase the intuition stated above as follows: When
the learner’s competence is low, the objective function should prioritize typicality and diversity of
selected queries (see discussion in the introduction) irrespective of the learner’s predictions. When
the learner’s competence is high, its uncertainty in prediction should be given high priority.

More formally, let O(x) denote the desired objective function for query selection, where x ∈ X is
unlabeled. Let Olow(x) and Ohigh(x) denote the objective functions suitable for a learner with low
competence and high competence respectively. Let SL denote a score, which captures the competence
of learner L. The proposed objective function can now be written as follows ∀x ∈ X:

O(x) = (1− SL) · Olow(x) + SL · Ohigh(x) (1)

In Section 2.2 we discuss the design of Olow(x). In order to tackle the challenge of active learning
when the competence of L is low, we utilize the point coverage framework introduced in [39]. This
approach relies on self-supervised data representation, which is blind to the learner’s performance.
We refine their analysis and obtain an improved generalization bound for the 1-Nearest Neighbor
(1-NN) classification model that depends on the local geometry of the data. Beforehand, in Section 2.1
we discuss the necessary preliminaries required to introduce the coverage approach. In Section 2.3
we discuss our choice of SL, and connect it to the notion of budget discussed in previous work.

We select Ohigh(x) to equal one minus the normalized lowest response between the two highest
softmax outputs of L at x, or Margin, as this is a common measure of prediction uncertainty.

2.1 Preliminaries

Notations. Let P denote the underlying probability distribution of data X. Assume that a true
labeling function f : X → Y exists. Let U ⊆ X denote the unlabeled set of points, and L ⊆ X the
labeled set, such that X = U ∪ L. Here |L| = b ≤ m is the annotation budget where |X| = m.

Let Bδ (x) = {x′ ∈ X : ∥x′ − x∥2 ≤ δ} denote a ball of radius δ centered at x. Let C ≡ C(L, δ) =⋃
x∈L Bδ(x) denote the region covered by δ-balls centered at the labeled examples in L. We call

C(L, δ) the covered region, where P (C) denotes its probability. Let fN denote the 1-NN classifier,
and L denote our current learner – a 1-NN classifier based on L.

Definition 2.1. We say that a ball Bδ(x) is pure if ∀x′ ∈ Bδ(x) : f(x
′) = f(x).

Definition 2.2. We define the purity of δ as
π (δ) = P ({x ∈ X : Bδ (x) is pure}) .

Notice that π(δ) is monotonically decreasing, as can be readily verified.

In [39] it is shown that the generalization error of the 1-NN classifier fN is bounded as follows
E
[
fN (x) ̸= f(x)

]
≤ (1− P (C(L, δ))) + (1− π(δ)). (2)

Subsequently, an algorithm is proposed that minimizes the first term in (2) by maximizing the
coverage probability P (C(L, δ), while ignoring the second term that is assumed to be fixed.

Below, we begin by refining the bound, focusing more closely on its second term (1− π(δ)). This is
used in Section 3 to device an improved algorithm that minimizes simultaneously both terms of the
refined error bound.

2.2 Refined error bound
Define the indicator random variable Iδ(x) = 1{x∈X:Bδ(x) is pure}. By definition,

π (δ) = P ({x ∈ X : Bδ (x) is pure}) = E[Iδ(x)].

Since the distribution of X is not known apriori, we use the empirical distribution to approximate the
expected value of this random variable. In accordance, given a labeled set L = {xi}bi=1:

π̂(δ) = Ê[1{x∈L:Bδ(x) is pure}] =
1

b
E[

b∑
i=1

1{Bδ(xi) is pure}] =
1

b

b∑
i=1

E[1{Bδ(xi) is pure}]

=
1

b

b∑
i=1

P (Bδ(xi) is pure).

(3)
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With this approximation

E
[
fN (x) ̸= f(x)

]
≤
[
1− P (C(L, δ))

]
+
[
1− 1

b

b∑
i=1

P (Bδ(xi) is pure)
]
+ ε. (4)

where ε bounds the error of the empirical approximation in (3).

Note that the refined bound in (4) depends on the purity separately at each labeled point in L. We
further refine this bound by allowing the fixed raidus δ to be chosen individually, where δi denotes
the radius of point xi ∈ L. Let ∆ = [δi]

b
i=1 denote the list of individual radii corresponding to

L = {xi}bi=1. The cover defined by ∆ is C(L,∆) =
⋃

(xi,δi)∈L×∆ Bδi(xi).

We consider the normalized Nearest Neighbor (nNN) classification algorithm, where the nearest
neighbor is chosen by solving fN (x)) = argminxi∈L

d(x,xi)
δi

. The bound on the error in (4) becomes

E
[
fN (x) ̸= f(x)

]
≤
[
1− P (C(L,∆))

]
+
[
1− 1

b

b∑
i=1

P (Bδi(xi) is pure)
]
+ ε. (5)

2.3 Competence score SL

In order to obtain a useful competence score1, which can be effectively used in objective function (1),
we require that it satisfies the following conditions:

(i) Lie in the range [0, 1].

(ii) Use all the data.

(iii) Monotonically increase with the competence of learner L.

In accordance, we propose to use the probability of coverage:

SL(L,∆) =
1 + e−k(1−a)

1 + e−k(P (C(L,∆))−a)
(6)

This function follows a logistic growth curve, with parameters defined as follows: a ∈ (0, 1) is the
midpoint and k ∈ (0,∞) determines the curve’s steepness.

First, we note that this score satisfies the conditions stated above for the nNN classifier: (i)-(ii), as
it is a function in [0, 1] that depends on all the data X, while (iii) follows from the error bound (5).
Below, we prove that it is also monotonically increasing with budget b.

More specifically, prior work showed empirically and theoretically that the training budget b = |L|
provides a useful clue for the desirable trade-off between Olow(x) and Ohigh(x) in (1), which is
captured by score SL(L,∆) defined in (6). We next show that SL(L,∆) is monotonically increasing
with b. This implies that definition (6) agrees with empirical evidence in prior work.

Proposition. For two labeled sets L,L′, if L ⊆ L′ then SL(L,∆) ≤ SL(L′,∆′).

Proof. First, we note that

L ⊆ L′ =⇒ C(L,∆) =
⋃
xi∈L

Bδi(xi) ⊆

( ⋃
xi∈L

Bδi(xi)

)
∪

 ⋃
xi∈L′\L

Bδi(xi)

 = C(L′,∆′)

Since probability is monotonic, it follows that P (C(L,∆)) ≤ P (C(L′,∆′)). From (6), and by the
definition of the logistic function using the provided parameters limits, SL(L,∆) is monotonically
increasing in L, which implies that SL(L,∆) ≤ SL(L′,∆′).

1When the labeled set L is large, it may be possible to set aside a validation set to directly estimate the
competence of learner L, but this is not feasible when the labeled set L is small.
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3 Our method: DCoM
The error bound in (5) guides our method for active query selection, which aims to minimize this
bound by maximizing the coverage P (C(L,∆)) and individual purity π(δi) = P (Bδi(xi) is pure).
Recall that L denotes the set of labeled points, δi the influence radius of xi ∈ L, ∆ = [δi]

b
i=1, and

C(L,∆) =
⋃

(xi,δi)∈L×∆

Bδi(xi), π(δi) = P ({x ∈ Bδi (xi) : f(x) = f(xi)})

Since it was shown in [39] that maximizing P (C(L, δ)) is already NP-hard, we opt for developing a
greedy algorithm for actively selecting the query set, to be termed DCoM.

3.1 Active learning method

The algorithm involves several steps:

Initialization: Define a suitable embedding space for the data and initialize essential parameters.

If L ̸= ∅, train model M on L, and compute δ-expansion on the elements of L. Otherwise,
∆ = [δi = δ0]

b
i=1.

Repeat /* iterative active learning steps */
(i) Active query selection: determine which examples to select for annotation.

(ii) Model training: obtain labels and train a deep learning model M.
(iii) δ-expansion: use M to update δi for the recently selected examples.

Until the accumulated budget is exhausted.

We next provide a detailed description of each step.

Initialization: We begin by seeking a suitable embedding space using U ∪ L, where distances
are intended to be inversely correlated with semantic similarity. Self-supervised or representation
learning may be used to this end. We choose an initial radius δ0 as described in [39].

(i) Active query selection: In this phase (see Alg 1 below for pseudo-code), the algorithm selects
q examples from U to send for labeling, where q denotes the query set size. To this end, it first
computes several parameters:

Algorithm 1 DCoM, Active sampling
1: Input: unlabeled pool U, labeled pool L, query size q, list of ball sizes ∆, trained model M if L ̸= ∅
2: Output: a set of points to query, and the coverage of L

3: ∀x ∈ U, M(x)← normalized margin between the two highest softmax outputs of M if L ̸= ∅, 1 otherwise
4: Compute P (C(L,∆))
5: Compute SL(L,∆)
6: δavg ← Average(∆)
7: G = (V = U ∪ L, E = {(x, x′) : x′ ∈ Bδavg(x)})
8: for (xi, δi) ∈ L×∆ do
9: ∀x ∈ Bδi(xi): ∀e = (v, x) ∈ E, remove e # DON’T COVER POINTS TWICE

10: ∀e = (xi, v) ∈ E, remove e
11: end for

12: Q← ∅
13: for i = 1, ..., q do
14: ∀x ∈ U, ODR(x)←Out-Degree Rank
15: ∀x ∈ U, R(x)← SL(L,∆) · (1−M(x)) + (1 - SL(L,∆)) · ODR(x)
16: xmax ← {argmaxx∈UR(x)}
17: Q← Q ∪ {xmax}
18: ∀x ∈ Bδavg (xmax): ∀e = (v, x) ∈ E, remove e
19: M(xmax)← 1
20: end for
21: return Q, P (C(L,∆))
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• M(x), ∀x ∈ U: the normalized margin between the two highest softmax outputs using the last
trained model if L ̸= ∅, 1 otherwise.

• ∆: ∆ = [δi = δ0]
b
i=1 if L = ∅, otherwise use ∆ from the last AL iteration.

• δavg: the average of ∆.
• P (C(L,∆)): the probability of coverage of the current L with its corresponding ∆.
• SL(L,∆): the competence score of objective function (6) if L ̸= ∅, 0 otherwise.
• {Gδavg = (V,E)}: a directed adjacency graph where nodes represent samples and edges connect

pairs of nodes if the distance between them in the embedding space is smaller than δavg. In order
not to cover points more than once, ∀xi ∈ L, ∀x ∈ Bδi(xi) and ∀v ∈ V – prune incoming
edges e = (v, x) ∈ E. Additionally, we prune all outgoing edges e = (xi, v) ∈ E.

Next, q points are to be selected from U in a greedy manner as follows:

1. ∀x ∈ U, compute the Out-Degree-Rank ODR(x).
2. ∀x ∈ U, compute a ranking score R(x) = SL(L,∆) ·(1−M(x))+(1−SL(L,∆)) ·ODR(x).
3. Select the vertex xmax with the highest score, xmax = argmaxx∈UR(x).
4. Remove all incoming edges to xmax and its neighbors, implying that ODR(xmax) = 0.
5. Set M(xmax) = 1.

(ii) Model training:

1. Obtain labels for query set Q, returned in step (i) of Active sampling.
2. Remove set Q from U and add it to L.
3. Train the given model M using L (and U if the learner is semi-supervised).

(iii) δ-expansion for new samples. In this step (see Alg 2 below for pseudo-code), we compute a
suitable δi for each new labeled example xi ∈ Q, and add it to ∆. First, we use the updated model
M to predict labels for all the points in the unlabeled set U. We also compute a purity threshold
τ = m · P (C(L \ Q,∆)) + b, where m and b are hyperparameters and P (C(L \ Q,∆)) - the
probability of coverage using the old labeled set - has been computed in the first Active sampling
step. For each new labeled example v ∈ Q, we search for the largest radius δopt such that its purity
P
({

x ∈ Bδopt (v) : f(x) = f(v)
})

is still larger than τ . Assuming that π(Bδ(x)) a monotonic with
δ, we can leverage binary search.

Algorithm 2 DCoM, δ-expansion
1: Input: unlabeled pool U, labeled pool L, query pool Q, maximal ball size δmax, list of ball sizes ∆ for L \Q,

trained model M from the current iteration and P (C(L \ Q,∆)) from Active sampling
2: Output: updated list of ball sizes ∆

3: τ ← m · P (C(L \ Q,∆)) + b

4: Ŷ← The predicted label for each x ∈ U using the model M
5: for v ∈ Q do
6: δopt ← argmaxδ[P ({x ∈ Bδ (v) : f(x) = f(v)}) > τ ]
7: ∆← ∆+ [δopt]
8: end for
9: return ∆

Using a sparse representation of the adjacency graph enables DCoM to handle large datasets efficiently
without exhaustive space requirements. The algorithm’s complexity, including adjacency graph
construction and sample selection, is discussed in App. C.

4 Empirical evaluation

4.1 Methodology

This section investigates two deep AL frameworks: a fully supervised approach, wherein a deep model
is trained exclusively on the annotated dataset L as a standard supervised task, and a semi-supervised
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framework trained on both the annotated and unlabeled datasets, L and U. Our experimental setup is
based on the codebase of [24], ensuring a fair comparison among the various AL strategies by using
the same network architectures and sharing all relevant experimental conditions.

More specifically, in the following experiments, we trained ResNet-18 [16] on STL-10 [6], SVHN
[25], CIFAR-100 [22] and subsets of ImageNet [9] including ImageNet-50, ImageNet-100, and
ImageNet-200 as they appear in [33]. The hyper-parameters we used are detailed in App. A. In
the semi-supervised framework, we used FlexMatch [42] and the code provided by [35]. For the
experiments, we followed the parameters specified by [42]. The exact parameters are detailed in
App. A. While the ResNet-18 architecture may no longer achieve state-of-the-art results on the
datasets examined, it serves as a suitable platform to evaluate the efficacy of AL strategies in a
competitive and fair environment, where they have demonstrated benefits.

In our comparisons, we used several active learning strategies (or optimization criteria) for selecting
a query set: (1) Random sampling, (2) Min margin — lowest margin between the two highest
softmax outputs, (3) Max entropy — highest entropy of softmax outputs [30], (4) Uncertainty — 1
minus maximum softmax output, (5) DBAL [11], (6) CoreSet [28], (7) BALD [21], (8) BADGE [1],
(9) ProbCover [39], and (10) LDM-s [4]. When available, we used the code provided in [24] for
each strategy. When it was unavailable, we used the code from the repositories of the corresponding
papers. Since [4] doesn’t provide code, we compared our results with the corresponding available
results reported in their paper, despite differences in the running setup (see App. D.6).

DCoM and ProbCover require a suitable data embedding. For STL-10 , SVHN, CIFAR-10 and
CIFAR-100 we employed the SimCLR [3] embedding. For the ImageNet subsets we used the
DINOv2 [26] embedding. Section 4.3 provides an extensive ablation study, which includes alternative
embedding spaces. In all experiments, identical settings and hyper-parameters are used for our
method, as detailed in App. A. The robustness of our method to these choices is discussed in App. B.

4.2 Main results

(a) STL-10 (b) SVHN (c) CIFAR-100

(d) ImageNet-50 (e) ImageNet-100 (f) ImageNet-200

Figure 1: Mean accuracy difference between several AL algorithms and random queries. Positive mean difference
indicates that the corresponding AL method is beneficial. The errors bars correspond to standard error, based
on 5-10 repetitions (3 for the ImageNet subsets). While some methods perform well only in specific budget
regimes, DCoM consistently achieves the best results across all budgets.

Fully supervised framework. We evaluate various AL methods by training a ResNet-18 model
from scratch for each different AL strategy, using the labels of the queries selected by the respective
method. In each AL iteration, a new model is trained from scratch using the updated labeled set L.
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This process is repeated for several AL iterations. Fig. 1 shows the difference between the accuracy
obtained by each AL method, and the accuracy obtained when training a similar network with a
random query set of the same size (the baseline of no active learning), for each AL iteration. The
final accuracy of each method is shown in Tables 1-2 for the ImageNet-100 and CIFAR-100 datasets,
as mean ± Standard Error (STE). Additional datasets are shown in App. D.

Table 1: Model final accuracy when varying the size of the labeled set L (row) and the respective AL strategy
(column), using the ImageNet-100 dataset
|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin DCoM

200 4.58±0.13 6.72±0.07 4.67±0.16 1.99±0.22 4.58±0.13 2.01±0.06 1.99±0.10 1.83±0.06 1.84±0.12 6.87±0.18
400 6.61±0.17 9.30±0.23 6.42±0.23 4.39±0.39 5.53±0.16 3.50±0.32 4.17±0.33 3.65±0.25 4.71±0.10 10.59±0.26
600 8.11±0.42 12.71±0.42 8.01±0.20 6.42±0.24 6.45±0.37 4.93±0.29 5.51±0.33 4.96±0.22 6.46±0.12 13.61±0.15
1,000 11.43±0.17 17.71±0.27 11.56±0.38 9.42±0.19 9.04±0.66 7.97±0.82 8.39±0.18 7.45±0.18 10.43±0.11 17.53±0.23
3,000 27.59±0.76 34.01±0.15 27.58±0.72 24.96±0.23 19.41±0.32 23.10±0.60 20.97±0.33 20.88±0.52 26.51±0.79 34.85±0.23
5,000 39.25±0.26 41.91±0.20 39.13±0.06 36.50±0.25 29.35±0.39 33.78±0.46 31.89±0.24 31.25±0.21 38.37±0.10 44.09±0.83
7,000 46.88±0.25 48.41±0.42 46.42±0.41 43.49±0.42 38.45±0.12 42.09±0.54 41.19±0.17 40.47±0.83 45.69±0.26 49.22±0.29
11,000 55.31±0.26 54.01±0.15 56.61±0.11 55.29±0.32 50.63±0.33 53.25±0.31 52.52±0.26 53.09±0.29 56.86±0.10 58.45±0.15
15,000 61.69±0.09 57.04±0.43 63.05±0.42 62.19±0.21 58.71±0.05 60.07±0.07 59.76±0.22 59.64±0.30 62.71±0.27 64.57±0.22
19,000 66.39±0.26 59.69±0.16 66.82±0.33 66.19±0.19 64.77±0.32 65.59±0.27 64.65±0.23 64.93±0.23 66.89±0.28 67.60±0.08
23,000 68.92±0.15 61.99±0.41 70.54±0.21 69.62±0.32 68.49±0.06 69.03±0.20 68.47±0.50 67.65±0.14 70.81±0.35 70.21±0.32

Table 2: Same as Table 1, using the CIFAR-100 dataset.
|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin LDM-s DCoM

200 6.39±0.19 10.79±0.08 6.31±0.09 3.30±0.11 6.39±0.19 2.59±0.05 2.74±0.17 2.61±0.18 5.09±0.37 - 10.59±0.19
400 8.74±0.07 13.53±0.22 8.27±0.14 6.63±0.23 8.62±0.17 4.59±0.23 4.68±0.23 4.41±0.30 7.58±0.17 - 14.11±0.11
600 10.73±0.13 15.86±0.16 10.29±0.27 8.33±0.31 10.39±0.25 6.52±0.38 6.32±0.27 5.94±0.28 10.20±0.16 - 16.66±0.11
1,000 13.49±0.18 19.49±0.20 13.66±0.26 11.42±0.26 12.94±0.21 9.98±0.38 9.31±0.22 8.47±0.35 13.28±0.19 - 20.21±0.07
3,000 24.02±0.27 29.31±0.42 24.24±0.28 22.10±0.11 23.00±0.28 21.93±0.26 20.15±0.33 20.29±0.23 23.71±0.31 - 30.36±0.08
5,000 31.52±0.39 34.64±0.15 32.18±0.33 29.58±0.38 31.41±0.26 30.60±0.40 29.15±0.46 29.60±0.28 31.66±0.23 - 36.95±0.10
7,000 37.69±0.16 38.36±0.13 38.09±0.10 34.36±0.20 38.24±0.16 35.87±0.19 35.11±0.11 35.67±0.35 38.16±0.17 31.85±0.00 41.52±0.25
11,000 45.66±0.22 44.69±0.20 47.00±0.16 44.37±0.28 46.53±0.18 45.23±0.20 45.01±0.17 44.31±0.24 46.37±0.36 40.88±0.01 46.86±0.28
15,000 50.57±0.09 49.58±0.46 52.42±0.17 51.02±0.09 52.19±0.29 51.82±0.16 51.43±0.21 51.30±0.35 52.37±0.19 46.59±0.01 52.33±0.22
19,000 54.95±0.09 52.90±0.14 56.32±0.07 55.55±0.27 56.72±0.31 56.55±0.21 55.76±0.31 55.75±0.14 56.73±0.24 49.41±0.01 56.53±0.07
23,000 57.74±0.14 56.29±0.21 59.60±0.16 59.96±0.35 59.59±0.22 59.79±0.23 59.91±0.08 59.72±0.21 59.88±0.21 52.48±0.00 59.60±0.33

Semi-supervised framework. We evaluate the effectiveness of 5 representative AL strategies with
FlexMatch, a competitive semi-supervised learning method. We also evaluate our method, and the
results of random sampling (no AL) as baseline. Fig. 2 shows the mean accuracy and STE based on 3
repetitions of FlexMatch, employing labeled sets generated by the different AL strategies. Note that
in these experiments, since the query is selected from an unlabeled set, the resulting labeled set L
may be unbalanced between the classes, which is especially harmful when the budget is small. This
affects all the methods. As a result, the accuracy with random sampling may differ from reported
results. Notably, DCoM demonstrates significant superiority over random sampling.

|L| = 400 |L| = 1, 000

Figure 2: Comparison of AL strategies in a semi-supervised learning framework. Each bar represents the
mean test accuracy over 3 repetitions of FlexMatch, trained using a total of 400 (left) and 1,000 (right) labeled
examples on the CIFAR-100 dataset (an average of 4 and 10 labeled examples per class respectively). Three
rounds of AL are considered, selecting 100 examples in the first round, 300 in the second, and 600 in the third.

4.3 Ablation study

We present a series of experiments where we investigate the choices made by our method, including
different feature spaces and different uncertainty-based measures. The results demonstrate the
robustness of our method to these choices. Additional choices are investigate in App. D, including
the contribution of a dynamic δ and initialization δ0 (App. D.1). In App. D.3, we evaluate the
effectiveness of SL(L,∆) from (6) in capturing competence.

Different feature spaces. As discussed in Section 3.1, our approach relies on the existence of a
suitable embedding space, where distance is indicative of semantic dissimilarity. We now repeat the
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basic fully-supervised experiments while varying the embedding employed by DCoM, considering
various popular self-supervised representations. Results are reported in Fig. 3, showing that DCoM
consistently delivers the best performance regardless of the specific embedding used.

Breaking down the algorithm into its components. We evaluate the contribution of each component
in objective function (1) separately. Results are shown in Fig. 4, wherein DPC denotes the Dynamic
Probability Coverage, corresponding to Olow(x) in DCoM, and Margin denotes DCoM’s choice
for Ohigh(x). Clearly, the weighted objective function of DCoM yields superior results. Similar
behavior is observed for several other datasets and other selections of Ohigh(x), see App. D.4.

(a) MOCOv2+ (b) Barlow Twins

Figure 3: Performance over CIFAR-100, using two different embedding
spaces for DCoM and ProbCover, see details in the caption of Fig. 1.
Clearly, DCoM consistently achieves the best results. Results using
another embedding space are provided in App. D.5.

(a) CIFAR-10

Figure 4: Performance evaluation
(mean accuracy and STE) when opti-
mizing each component of objective
function (1) separately and together.

Different uncertainty-based methods. We now evaluate our choice for Ohigh(x) in objective
function (1), investigating the alternative methods of min margin, entropy of the min max activation,
and uncertainty (see details in Section 4.1). Additionally, we use a score reminiscent of the AL
method BADGE [11] and termed Gradient norm, which computes the norm of the gradient between
the learner’s last two layers. Once again, the results of DCoM show robustness to this choice, with
insignificant differences between the different uncertainty scores, see Fig. 6. Consequently, we
prioritize computational efficiency and opt for the fastest-to-compute score, which is min-margin.

Table 3: Model accuracy for different sizes of labeled
set L and several uncertainty-based methods for F(x)
|L| Random Entropy Margin Uncertainty Gradient

norm

200 6.39±0.19 10.71±0.30 10.59±0.19 10.44±0.26 10.33±0.21
400 8.74±0.07 14.35±0.24 14.11±0.11 14.72±0.20 14.59±0.19
600 10.73±0.13 17.07±0.19 16.66±0.11 16.75±0.34 16.83±0.17
1,000 13.49±0.18 19.98±0.22 20.21±0.07 20.40±0.21 20.03±0.17
3,000 24.02±0.27 29.89±0.11 30.36±0.08 30.30±0.11 30.62±0.52
5,000 31.52±0.39 36.08±0.13 36.95±0.10 36.06±0.18 36.12±0.46
7,000 37.69±0.16 41.18±0.25 41.52±0.25 41.80±0.08 41.23±0.65
11,000 45.66±0.22 47.23±0.09 46.86±0.28 46.99±0.27 46.84±0.28
15,000 50.57±0.09 52.67±0.15 52.33±0.22 52.43±0.14 52.21±0.22
19,000 54.95±0.09 56.64±0.27 56.53±0.07 56.47±0.06 56.35±0.28
23,000 57.74±0.14 59.50±0.18 59.60±0.33 59.68±0.24 59.45±0.06

Figure 6: Similar to Fig. 1 and Tables 1-2, using only DCoM while leveraging 4 different variants for its
underlying uncertainty score (see text). The performance differences between the variants are small.

5 Summary

We investigate the challenge of Active Learning (AL) in a multi-budget setting. Our approach is
motivated by a new bound on the generalization error of the Nearest Neighbor classifier, and aims to
minimize this bound. Additionally, the sampling strategy is dynamically adjusted during training
using a new competence score, also motivated by the same bound. We validate our method empirically
in both supervised and semi-supervised frameworks across various datasets. The results show that
DCoM significantly outperforms alternative methods across all budgetary constraints.
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Appendix

A Implementation details

The source code used in this study is available at https://github.com/avihu111/TypiClust.
The code is based on the GitHub repositories of Yehuda et al. [39] and Munjal et al. [24].

DCoM necessitates the computation of the initial delta for each dataset representation. The values
utilized in our experiments can be found in Table 4. The δ values of CIFAR-10 and CIFAR-100 are
sourced from [39]. Information on the computation of δ values for other datasets can be located in
App. D.1.

Table 4: Initial delta values used in experiments

Dataset SSL method Initial δ

STL-10 SimCLR 0.55
SVHN SimCLR 0.4
CIFAR-10 SimCLR 0.75
CIFAR-100 SimCLR 0.65
ImageNet-50 DINOv2 0.75
ImageNet-100 DINOv2 0.7
ImageNet-200 DINOv2 0.65
CIFAR-100 MOCOv2+ 0.5
CIFAR-100 BYOL 0.5
CIFAR-100 Barlow Twins 0.55

Additionally, throughout our experiments we used identical algorithm parameters, distinguishing
between those for datasets with smaller class amounts (10) and larger ones (50+). These parameters
encompass the adaptive purity threshold τ from Alg 2 and the logistic function parameters for the
competence score SL(L,∆) in (6), (a, k). Specifically, we employed τ = 0.2 cover + 0.4, with
logistic parameters a = 0.9 and k = 30 for CIFAR-10, SVHN, and STL-10, and a = 0.8 and k = 30
for CIFAR-100 and ImageNet subsets. The δ resolution for the binary search in DCoM was set
to 0.05. Our ablation study, detailed in App. B, demonstrates that these selections have negligible
impact on performance.

A.1 Supervised training

When training on STL-10, SVHN, CIFAR-10 and CIFAR-100 datasets, we utilized a ResNet-18
architecture trained for 200 epochs. Our optimization strategy involved using an SGD optimizer with
a Nesterov momentum of 0.9, weight decay set to 0.0003, and cosine learning rate scheduling starting
at a base rate of 0.025. Training was performed with a batch size of 100 examples, and we applied
random cropping and horizontal flips for data augmentation. For an illustration of these parameters in
use, refer to [24].

When training ImageNet-50, we used the same hyper-parameters, only changing the base learning
rate to 0.01, the batch size to 50 and the epoch amount to 50.

When training ImageNet-100/200, we used the same hyper-parameters as ImageNet-50, only changing
the epoch amount to 100.

The train and test partitions followed the original sets from the corresponding paper, with 10% of
the train set used for validation in all datasets except for ImageNet-200, where 5% was used for
validation.

A.2 Semi-supervised training

When training FlexMatch [42], we used the semi supervised framework by [35], and the AL frame-
work by [24]. All experiments involved 3 repetitions.
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We relied on the standard hyper-parameters used by FlexMatch [42]. Specifically, we trained
WideResNet-28 for 512 epochs using the SGD optimizer, with 0.03 learning rate, 64 batch size, 0.9
SGD momentum, 0.999 EMA momentum, 0.001 weight decay and 2 widen factor.

A.3 Self-supervised feature extraction

STL-10, SVHN, CIFAR-10, CIFAR-100. To extract semantically meaningful features, we trained
SimCLR using the code provided by [33] for STL-10, SVHN, CIFAR-10 and CIFAR-100. Specif-
ically, we used ResNet-18 [16] with an MLP projection layer to a 128-dim vector, trained for 512
epochs. All the training hyper-parameters were identical to those used by SCAN (all details can be
found in [33]). After training, we used the 512 dimensional penultimate layer as the representation
space.

Representation learning: ImageNet-50/100/200. We extracted features from the official (ViT-S/14)
DINOv2 weights pre-trained on ImageNet [26]. We employed the L2-normalized penultimate layer
for the embedding, which has a dimensionality of 384.

Ablation embeddings – CIFAR-100. We extracted more features as BYOL [13], MOCOv2+ [17],
and Barlow Twins [41] using pre-trained weights from [8].

B Hyper-parameters exploring

As described before, DCoM has 3 hyper-parameters: a, kand τ . When running the main experiments
described in Section 4.2, we maintained consistency by employing identical parameters for STL-10,
SVHN, and CIFAR-10, as well as for CIFAR-100 and the subsets of ImageNet. This approach helps
to demonstrate that the choice of the hyper-parameters is not critical and does not significantly affect
the results. Here, we conduct experiments with DCoM using STL-10 and CIFAR-100 datasets and
several values for a and k from the definition of the competence score SL(L,∆) in (6). We observe
that while certain choices may be slightly better than others, all choices yield results that are very
close to each other, and DCoM consistently outperforms or matches the performance of previous
methods.

(a) STL-10 (b) CIFAR-100

Figure 7: Evaluation of DCoM across different settings of the logistic function hyper-parameters a and k. Each
plot displays the mean and standard error over 3− 5 repetitions. The findings indicate that fine-tuning these
parameters has negligible effects on performance.

C Time and space complexity of DCoM

For the complexity analysis below, let n represent the number of examples in the combined unlabeled
and labeled pool |L ∪ U|, d the dimension of the data embedding space, b - the given budget (|L|)
and q - the size of the query set. As previously stated, DCoM can be divided into three distinct steps:

C.1 Selection of initial δ

Time Complexity: The process begins by creating t adjacency graphs, each corresponding to a
different δ value being evaluated. Here, t denotes the number of δ’s being examined. The time
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complexity of each graph generation is O(n2 · d) time. The computation of purity requires the
prediction of pseudo-labels by k-means at a cost of O(n2). The complexity of computing ball purity
for each example is O(n2), so totally each the ball purity computing takes O(n3). This adds up
to overall time complexity of O(tdn3). Although it may seem significant, this step doesn’t occur
during the active learning algorithm process. Additionally, it’s possible to confine the data employed
for purity computation to the densest points, effectively lowering the complexity to O(tdn2). This
approach mandates the use of at least the number of points equivalent to the number of classes for
purity computation. This technique yields similar δ0 values (consistent for CIFAR-10, CIFAR-100,
and ImageNet-50, and with a variation of 0.05 for ImageNet-100/200 and STL-10 and 0.15 for
SVHN).

Space complexity: Naively, the space complexity is O(n2), which might be impractical for large
datasets like ImageNet. However, [39] demonstrates that utilizing a sparse matrix in coordinate list
(COO) format and using limited δ values, the space complexity becomes O(|E|), where E represents
the set of edges in the graph. Although O(|E|) remains O(n2) in the worst-case scenario, in practice,
the average vertex degree with a limited radius is less than n.

C.2 Customizing δ values

Time complexity: Each iteration of DCoM starts with customizing δ values for each labeled
example from the last active step. In the worst case, there are |L| examples. Customizing δ
involves building the adjacency graph using δmax, running all examples on the model to obtain their
predictions, and applying binary search over δ values between 0 and δmax for each example from
the last active step. The binary search is performed on a continuous parameter (δ) with a search
resolution r. This implies that there are δmax

r available values for δ. Overall, this process takes
O(dn2 +n+ |L| · log( δmax

r )) = O(dn2 + b · log( δmax
r )). In practical terms, due to the vectorization of

these processes, it requires approximately 27 minutes to construct an adjacency graph for ImageNet-
200 and update deltas for 1000 examples on a single CPU.

Space complexity: Similar to the space complexity analysis in App. C.1, which is O(n2).

C.3 Active sampling

Time complexity: Active sampling involves balancing model min-margin and example density based
on the current adjacency graph. Initially, the margin of each example is computed using the softmax
output from the model’s last layer, requiring O(n) time. Subsequently, the current adjacency is
created using δavg, which is the average over the L δ values list - ∆. As discussed in App. C.1, this
step has a time complexity of O(dn2). Following this, the iterative process for selecting a single
sample includes the following steps:

• Calculating node degrees – O(|E|) time.
• Finding the node with maximal degree – O(n) time.
• Removing incoming edges from the graph for covered points – O(|E|) time.

Samples are iteratively selected from the current sparse graph, with incoming edges to newly covered
samples being removed. Unlike adjacency graph creation, sample selection cannot be parallelized,
as each step depends on the previous one. Overall, the time complexity for selecting a sample is
O(|E|+ n), resulting in a worst-case overall complexity of O(dn2). However, as more points are
selected, the removal of edges speeds up the selection of later samples. Practically, it consumes about
15 minutes to construct an adjacency graph and select 1000 samples from ImageNet-200 on a single
CPU.

Space complexity: Similar to the previous space complexity analysis – O(n2).
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D Additional empirical results

D.1 δ0 Initialization

To set the initial value δ0, we adopted the method outlined in [39], as detailed in Section 3. Fig. 8
displays the purity function across various δ values, along with the selected δ values for each dataset.
As mentioned previously, the δ values for CIFAR-10 and CIFAR-100 are derived from [39].

(a) STL-10 (b) SVHN (c) ImageNet-50

(d) ImageNet-100 (e) ImageNet-200

Figure 8: π(δ), estimated from the unlabeled data and using k-means algorithm for labeling. The dashed line
indicates the highest δ, after which purity drops below α = 0.95.

D.2 ∆ distribution throughout the training process

The experiment in Fig. 9 illustrates the distribution of ∆ throughout the active selection and training
phases of DCoM. The significant standard deviation of ∆ compared to the minor standard error
underscores the significance of employing a dynamic method that assigns a distinct radius to each
ball.

(a) CIFAR-10 (b) CIFAR-100 (c) ImageNet-50

Figure 9: The ∆ distribution through DCoM algorithm. Each plot displays the mean and standard error over
5-10 repetitions. The results indicate that as the emphasis shifts towards maximizing the purity of sample
balls, rather than solely focusing on maximum coverage, the radii adapt accordingly. This, combined with the
improved performance observed with DCoM, highlights the necessity of the dynamic algorithm in enhancing the
effectiveness of active sampling.
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D.3 Dynamic algorithm coverage

The analysis presented in Fig. 10 demonstrates a consistent behavior of probability coverage across
different datasets during the DCoM process. This indicates that using probability coverage as a
measure of progress consistently proves to be a wise decision.

(a) CIFAR-10 and STL-10 (b) CIFAR-100 and ImageNet-50

Figure 10: Comparison between P (C(L,∆)) values during DCoM sampling process, across several datasets.
Each plot displays the mean and standard error over 3− 10 repetitions. These figures demonstrates a consistent
behavior of probability coverage.

D.4 Decomposing the algorithm

In Section 4.3, we present an ablation study where we evaluate the contribution of each component
in objective function (1) separately on CIFAR-100 dataset. In Fig. 11 you can see the results over
CIFAR-100 and ImageNet-50 datasets.

(a) CIFAR-100 (b) ImageNet-50

Figure 11: Performance evaluation (mean accuracy and STE) when optimizing each component of objective
function (1) separately and together. DPC denotes the Dynamic Probability Coverage, corresponding toOlow(x)
in DCoM. Margin is DCoM’s choice for Ohigh(x).

In Fig. 12 you can see the same ablation but using entropy as Ohigh(x) instead of margin.

D.5 Different embedding space

In Section 4.3, we present an ablation study where we repeat the basic fully-supervised experiments
while varying the embedding employed by DCoM. In Fig. 13 you can see the same ablation using
BYOL [13] representation.
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(a) CIFAR-10 (b) CIFAR-100 (c) ImageNet-50

Figure 12: Assessment of each algorithm’s objective function individually across multiple datasets. DPC stands
for Dynamic Probability Coverage, corresponding to Olow(x) in DCoM. DCEM represents DCoM with entropy
as Ohigh(x) instead of margin. Each plot displays the mean and standard error over 5− 10 repetitions. These
graphs demonstrate how the weighted objective function consistently produces superior results across all labeled
set sizes |L|.

Figure 13: Performance over CIFAR-100, using BYOL feature space over DCoM and ProbCover, see details in
the caption of Fig. 1. Clearly, DCoM consistently achieves the best results.

D.6 Comparison per dataset

Tables 5-6 present the empirical accuracy values of several datasets using different active learning
algorithms. In each active step, a new learner is trained from scratch over all available labeled data,
and the results are presented as the [mean ± STE] over 5− 10 repetitions (3 for ImageNet subsets).
As mentioned earlier, the results for LDM-s algorithm were acquired from the study by [4]. Their lack
of code provision suggests discrepancies in the running setup. Nonetheless, the disparity between
their method and random selection in their setup is smaller than that observed in ours, implying
the superiority of our method. The table includes the results for all datasets, with the name of each
dataset below it.

18



Table 5: Model accuracy for different sizes of labeled set L and AL strategies
|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin LDM-s DCoM

10 14.53±0.60 20.39±0.23 15.17±0.94 10.81±0.61 14.65±0.74 12.99±0.77 12.78±0.72 11.74±0.69 14.39±0.88 - 19.72±0.40
20 16.82±0.44 24.64±0.73 17.85±0.77 13.79±0.89 16.09±0.74 16.38±0.52 17.07±0.62 17.00±0.49 17.33±0.85 - 22.28±0.75
30 18.82±0.71 27.19±0.25 20.38±0.67 16.25±0.83 18.22±0.93 18.00±0.68 19.26±0.44 18.34±0.50 18.55±0.87 - 26.98±0.35
40 20.89±0.55 29.46±0.38 22.19±0.45 17.93±0.67 19.79±0.61 19.00±0.70 19.98±0.60 20.30±0.35 20.61±0.68 - 28.91±0.46
50 22.75±0.42 29.80±0.21 22.41±0.35 18.36±0.54 21.26±0.63 21.63±0.70 22.17±0.48 21.06±0.45 22.00±0.61 - 30.39±0.12
200 31.53±0.29 38.83±0.18 32.10±0.42 27.95±0.29 30.91±0.76 30.69±0.27 29.51±0.42 28.91±0.50 31.83±0.48 - 38.86±0.40
400 38.64±0.36 45.36±0.51 37.92±0.37 35.10±0.33 37.85±0.70 36.48±0.46 36.71±0.38 36.01±0.32 38.65±0.62 - 45.72±0.27
600 43.66±0.44 49.13±0.36 42.69±0.35 40.75±0.29 42.48±0.39 41.96±0.24 40.75±0.23 41.19±0.53 43.75±0.22 - 49.71±0.39
800 46.84±0.29 51.49±0.37 46.34±0.32 44.12±0.49 46.21±0.25 45.50±0.17 43.89±0.31 44.93±0.42 46.97±0.40 - 52.10±0.58
1,400 54.35±0.27 56.33±0.26 54.06±0.42 53.08±0.34 52.31±0.31 53.13±0.28 52.93±0.34 53.28±0.50 54.97±0.35 50.30±0.00 57.54±0.10
2,600 62.93±0.31 62.16±0.18 64.67±0.31 64.19±0.24 61.94±0.40 64.98±0.59 64.62±0.46 63.53±0.44 64.54±0.45 57.01±0.01 65.76±0.21
3,800 68.61±0.44 66.83±0.25 71.36±0.32 70.77±0.53 68.41±0.34 71.90±0.36 71.30±0.36 70.55±0.25 71.60±0.21 61.30±0.01 71.84±0.36
5,000 73.61±0.23 70.95±0.23 75.93±0.21 75.86±0.27 72.92±0.36 75.82±0.31 76.13±0.31 75.24±0.47 75.46±0.31 64.09±0.00 76.36±0.05
6,200 75.95±0.18 73.51±0.30 78.90±0.27 77.92±0.36 77.00±0.19 78.84±0.27 78.37±0.20 78.54±0.26 78.62±0.22 65.79±0.00 78.66±0.16
7,400 78.49±0.14 75.71±0.35 80.88±0.22 80.94±0.16 79.39±0.30 81.19±0.15 81.02±0.19 81.10±0.24 80.76±0.29 67.28±0.01 81.30±0.34

CIFAR-10 dataset

|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin LDM-s DCoM

200 6.39±0.19 10.79±0.08 6.31±0.09 3.30±0.11 6.39±0.19 2.59±0.05 2.74±0.17 2.61±0.18 5.09±0.37 - 10.59±0.19
400 8.74±0.07 13.53±0.22 8.27±0.14 6.63±0.23 8.62±0.17 4.59±0.23 4.68±0.23 4.41±0.30 7.58±0.17 - 14.11±0.11
600 10.73±0.13 15.86±0.16 10.29±0.27 8.33±0.31 10.39±0.25 6.52±0.38 6.32±0.27 5.94±0.28 10.20±0.16 - 16.66±0.11
1,000 13.49±0.18 19.49±0.20 13.66±0.26 11.42±0.26 12.94±0.21 9.98±0.38 9.31±0.22 8.47±0.35 13.28±0.19 - 20.21±0.07
3,000 24.02±0.27 29.31±0.42 24.24±0.28 22.10±0.11 23.00±0.28 21.93±0.26 20.15±0.33 20.29±0.23 23.71±0.31 - 30.36±0.08
5,000 31.52±0.39 34.64±0.15 32.18±0.33 29.58±0.38 31.41±0.26 30.60±0.40 29.15±0.46 29.60±0.28 31.66±0.23 - 36.95±0.10
7,000 37.69±0.16 38.36±0.13 38.09±0.10 34.36±0.20 38.24±0.16 35.87±0.19 35.11±0.11 35.67±0.35 38.16±0.17 31.85±0.00 41.52±0.25
11,000 45.66±0.22 44.69±0.20 47.00±0.16 44.37±0.28 46.53±0.18 45.23±0.20 45.01±0.17 44.31±0.24 46.37±0.36 40.88±0.01 46.86±0.28
15,000 50.57±0.09 49.58±0.46 52.42±0.17 51.02±0.09 52.19±0.29 51.82±0.16 51.43±0.21 51.30±0.35 52.37±0.19 46.59±0.01 52.33±0.22
19,000 54.95±0.09 52.90±0.14 56.32±0.07 55.55±0.27 56.72±0.31 56.55±0.21 55.76±0.31 55.75±0.14 56.73±0.24 49.41±0.01 56.53±0.07
23,000 57.74±0.14 56.29±0.21 59.60±0.16 59.96±0.35 59.59±0.22 59.79±0.23 59.91±0.08 59.72±0.21 59.88±0.21 52.48±0.00 59.60±0.33

CIFAR-100 dataset

|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin DCoM

200 8.25±0.65 12.33±0.34 8.82±0.18 4.46±0.31 8.31±0.52 4.26±0.26 4.11±0.09 4.26±0.24 6.50±0.94 12.27±0.04
400 12.18±0.29 16.64±0.29 12.73±0.42 9.49±0.84 9.40±0.59 7.74±0.41 7.01±0.37 6.45±0.33 11.48±0.72 18.03±0.21
600 14.85±0.53 20.38±0.47 15.69±0.38 11.21±0.41 10.68±0.35 10.38±0.27 11.28±0.54 10.34±0.46 14.74±0.35 21.77±0.62
1,000 19.71±0.53 25.76±0.34 20.91±0.43 14.85±0.35 13.47±0.32 16.30±0.60 16.52±0.12 15.10±0.65 19.47±0.45 26.88±0.00
3,000 39.06±0.21 39.98±0.23 38.51±0.15 32.40±0.40 28.80±0.45 32.52±0.63 32.97±0.34 31.60±0.60 37.00±0.65 43.40±0.29
5,000 48.33±0.27 45.08±0.16 49.47±0.26 45.04±0.47 40.10±0.31 42.05±0.29 41.65±0.22 42.41±0.52 47.24±0.50 50.76±0.08
7,000 55.12±0.09 47.34±0.44 55.25±0.34 53.48±0.38 49.48±0.19 51.30±0.68 49.74±0.21 49.67±0.46 54.78±0.29 55.17±0.34
11,000 63.46±0.15 52.79±0.17 64.68±0.15 63.65±0.32 60.13±0.11 60.10±0.50 60.89±0.34 60.58±0.25 63.90±0.22 63.51±0.31
15,000 69.42±0.20 55.04±0.06 70.27±0.25 70.08±0.21 67.38±0.17 67.49±0.19 66.34±0.16 66.65±0.23 69.36±0.24 70.19±0.45
19,000 72.54±0.21 62.66±0.19 73.70±0.29 73.63±0.21 71.87±0.14 72.78±0.41 71.55±0.27 71.85±0.17 73.52±0.23 74.29±0.50
23,000 75.99±0.16 70.06±0.27 76.65±0.11 77.17±0.06 75.30±0.24 76.37±0.29 75.73±0.25 75.64±0.27 77.12±0.30 76.68±0.20

ImageNet-50 dataset

|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin DCoM

200 4.58±0.13 6.72±0.07 4.67±0.16 1.99±0.22 4.58±0.13 2.01±0.06 1.99±0.10 1.83±0.06 1.84±0.12 6.87±0.18
400 6.61±0.17 9.30±0.23 6.42±0.23 4.39±0.39 5.53±0.16 3.50±0.32 4.17±0.33 3.65±0.25 4.71±0.10 10.59±0.26
600 8.11±0.42 12.71±0.42 8.01±0.20 6.42±0.24 6.45±0.37 4.93±0.29 5.51±0.33 4.96±0.22 6.46±0.12 13.61±0.15
1,000 11.43±0.17 17.71±0.27 11.56±0.38 9.42±0.19 9.04±0.66 7.97±0.82 8.39±0.18 7.45±0.18 10.43±0.11 17.53±0.23
3,000 27.59±0.76 34.01±0.15 27.58±0.72 24.96±0.23 19.41±0.32 23.10±0.60 20.97±0.33 20.88±0.52 26.51±0.79 34.85±0.23
5,000 39.25±0.26 41.91±0.20 39.13±0.06 36.50±0.25 29.35±0.39 33.78±0.46 31.89±0.24 31.25±0.21 38.37±0.10 44.09±0.83
7,000 46.88±0.25 48.41±0.42 46.42±0.41 43.49±0.42 38.45±0.12 42.09±0.54 41.19±0.17 40.47±0.83 45.69±0.26 49.22±0.29
11,000 55.31±0.26 54.01±0.15 56.61±0.11 55.29±0.32 50.63±0.33 53.25±0.31 52.52±0.26 53.09±0.29 56.86±0.10 58.45±0.15
15,000 61.69±0.09 57.04±0.43 63.05±0.42 62.19±0.21 58.71±0.05 60.07±0.07 59.76±0.22 59.64±0.30 62.71±0.27 64.57±0.22
19,000 66.39±0.26 59.69±0.16 66.82±0.33 66.19±0.19 64.77±0.32 65.59±0.27 64.65±0.23 64.93±0.23 66.89±0.28 67.60±0.08
23,000 68.92±0.15 61.99±0.41 70.54±0.21 69.62±0.32 68.49±0.06 69.03±0.20 68.47±0.50 67.65±0.14 70.81±0.35 70.21±0.32

ImageNet-100 dataset

|L| Random Prob Cover BALD Coreset Uncertainty Entropy DBAL Margin DCoM

400 3.10±0.07 5.28±0.08 1.18±0.21 3.10±0.07 1.19±0.07 1.17±0.13 1.29±0.06 2.22±0.50 5.20±0.02
800 4.61±0.10 7.56±0.15 2.90±0.29 3.68±0.12 2.06±0.24 2.20±0.19 2.15±0.20 3.85±0.34 8.39±0.07
1,200 5.88±0.25 10.10±0.08 4.32±0.33 4.84±0.14 3.42±0.19 3.71±0.26 3.42±0.16 5.54±0.23 11.56±0.07
2,000 9.51±0.33 15.25±0.26 6.73±0.26 6.78±0.15 5.72±0.41 6.15±0.04 5.72±0.15 9.17±0.34 16.27±0.08
6,000 25.67±0.16 32.89±0.12 19.85±0.26 17.98±0.10 20.12±0.11 19.89±0.35 18.72±0.08 26.03±0.08 32.76±0.13
10,000 37.49±0.26 42.00±0.16 31.36±0.46 28.31±0.10 32.13±0.16 31.57±0.28 31.00±0.59 37.33±0.08 41.97±0.44
15,000 46.22±0.30 48.89±0.09 41.16±0.49 38.53±0.18 42.53±0.29 41.88±0.31 41.42±0.13 46.37±0.17 49.47±0.27
20,000 52.20±0.19 51.70±0.32 48.79±0.58 46.59±0.15 49.50±0.25 48.07±0.36 47.89±0.13 53.01±0.19 54.25±0.26
40,000 64.57±0.17 57.60±0.05 64.02±0.37 61.78±0.30 63.94±0.27 63.14±0.37 63.21±0.13 65.19±0.24 65.69±0.17

ImageNet-200 dataset
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Table 6: Model accuracy for different sizes of labeled set L and AL strategies
|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin DCoM

10 15.73±0.90 17.26±0.78 14.92±0.98 12.22±0.91 15.58±1.03 11.88±0.83 11.67±0.48 11.79±1.06 12.81±0.65 16.72±0.94
20 16.68±0.77 22.81±0.28 18.24±0.46 15.28±0.98 18.25±0.97 16.05±0.94 18.48±0.67 18.19±0.63 15.65±1.35 23.47±0.75
30 19.78±0.79 24.91±0.49 19.80±0.38 18.37±1.06 19.41±0.92 17.75±1.05 19.33±0.74 20.35±0.90 18.49±1.16 26.72±0.79
40 21.49±0.48 26.56±0.48 21.57±0.48 21.25±0.95 20.45±1.00 20.86±0.77 21.45±0.74 21.70±0.88 20.97±0.71 28.58±0.69
50 22.19±0.33 28.30±0.42 24.40±0.45 22.13±0.56 21.76±1.07 22.11±0.81 22.75±0.60 22.76±0.91 23.57±0.59 29.20±0.87
200 36.04±0.59 40.91±0.33 35.50±0.57 32.89±0.50 33.22±0.55 33.44±0.76 34.38±0.58 34.95±0.46 36.05±0.53 41.74±0.49
400 44.07±0.60 49.52±0.23 44.18±0.54 43.33±0.45 41.83±0.39 42.39±0.64 42.51±0.46 43.67±0.47 44.35±0.52 47.02±0.73
600 50.02±0.44 52.65±0.35 50.10±0.44 49.56±0.32 48.91±0.32 49.46±0.48 48.85±0.38 49.23±0.49 49.27±0.59 51.54±0.86
800 53.69±0.36 54.45±0.56 54.57±0.63 54.20±0.51 54.42±0.21 53.48±0.38 53.70±0.38 53.98±0.31 54.05±0.56 55.05±0.71
1,400 62.00±0.26 61.54±0.30 63.38±0.25 62.82±0.51 62.72±0.42 62.42±0.27 62.24±0.23 63.04±0.23 63.11±0.25 63.04±0.57
2,600 70.18±0.27 70.50±0.08 72.76±0.19 72.72±0.26 71.41±0.13 72.53±0.23 72.35±0.18 72.97±0.18 72.12±0.40 72.93±0.33
3,800 75.51±0.21 72.97±0.17 76.75±0.15 76.69±0.11 75.75±0.09 76.80±0.21 77.05±0.15 76.85±0.09 76.91±0.10 76.92±0.18

STL-10 dataset

|L| Random Prob Cover BADGE BALD Coreset Uncertainty Entropy DBAL Margin LDM-s DCoM

10 11.36±0.50 11.80±0.08 13.26±0.79 13.84±1.64 11.36±0.50 11.41±0.85 11.06±1.38 11.66±0.56 10.80±0.66 - 12.62±0.60
20 11.05±0.41 10.96±0.19 12.19±0.67 12.74±1.26 10.99±0.59 11.81±0.84 10.86±0.58 14.94±0.36 12.50±0.95 - 13.30±0.26
30 11.16±0.36 12.19±0.52 12.12±0.51 14.22±2.01 11.10±0.29 12.66±1.28 11.86±0.65 13.50±0.46 11.56±0.79 - 13.91±0.32
40 11.85±0.46 12.11±0.20 12.71±0.70 13.98±2.06 11.57±0.57 14.16±1.63 12.28±0.47 13.10±0.41 11.76±0.75 - 14.32±0.14
50 12.55±0.49 12.86±0.36 12.47±0.89 13.18±2.00 11.76±0.38 14.12±1.00 12.72±0.54 12.88±0.54 12.04±0.68 - 15.09±0.25
200 22.32±0.84 24.34±0.44 20.18±1.09 19.00±1.66 17.42±1.03 21.99±1.11 20.38±1.08 20.98±0.99 22.03±0.87 - 24.58±1.10
400 36.24±1.24 40.42±0.67 35.13±0.40 28.74±2.78 28.88±1.47 29.58±0.55 33.01±1.36 33.06±1.82 34.01±0.18 - 46.90±1.56
600 47.29±0.98 52.67±0.75 46.46±0.87 37.26±1.56 40.24±1.24 42.65±0.68 42.89±1.38 43.99±0.46 46.69±0.50 - 58.34±1.25
800 56.32±0.50 62.96±0.51 56.48±1.33 47.47±2.46 49.74±1.42 50.62±2.03 53.17±1.64 46.45±1.14 55.27±1.05 - 65.90±0.97
1,400 74.00±0.38 73.16±0.21 75.53±0.77 65.33±3.30 68.44±0.69 72.13±0.98 72.81±1.09 73.14±0.69 74.53±0.74 79.02±0.01 78.36±0.36
2,600 83.24±0.48 81.94±0.08 86.56±0.24 83.33±0.96 83.83±0.39 85.80±0.31 84.72±0.54 84.83±0.59 86.33±0.13 83.76±0.00 86.31±0.26
3,800 87.18±0.14 85.34±0.11 89.61±0.25 88.91±0.54 88.86±0.14 89.64±0.09 88.79±0.14 89.36±0.15 89.34±0.18 86.08±0.00 89.28±0.13
5,000 88.79±0.15 87.58±0.20 91.72±0.15 90.93±0.14 91.24±0.17 91.55±0.04 91.13±0.11 91.28±0.12 91.75±0.17 87.58±0.00 91.50±0.08
6,200 90.16±0.04 88.55±0.10 92.64±0.09 92.46±0.04 92.35±0.03 92.63±0.08 92.56±0.16 92.65±0.10 92.55±0.12 88.64±0.00 92.54±0.12
7,400 90.99±0.11 89.71±0.08 93.56±0.05 93.26±0.10 93.02±0.14 93.33±0.05 93.38±0.07 93.38±0.11 93.43±0.13 89.56±0.00 93.47±0.09

SVHN dataset
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